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1. Assignment 1: Develop a C program to implement Banker’s algorithm for deadlock avoidance with multiple instances of resource types

**Algorithm:**

1. Get choice from user
2. If choice is equal to 1, then ask for data input
3. If choice is equal to 2, then print the data
4. If choice is equal to 3, then call bankers algorithm to execute
5. If choice is equal to 4 then call for resource request
6. Else exit

Algorithm for data input:

1. Get no of process, no of resources, available instances, maximum required matrix, allotted instances from user
2. Calculate need matrix by subtracting allocation matrix from maximum required matrix

Algorithm for bankers algorithm:

1. Set ind to 0
2. For i from 0 to no of process times
   1. If f[i] is equal to 0
      1. Set flag = 0
   2. For j no of resources times
      1. If need[I,j]greater than available[j] then set flag = 1
   3. If flag equal to 0 then
      1. Set safeseq[ind]=i
      2. Increment ind
      3. Set available [j] equal to sum of available[j] and allocstion[I,j]
      4. Set f[i] is equal to 1
3. Set flag equal to 1
4. For i from 0 to no of process
   1. If f[i] is equal to 0 then print not a safe sequence and exit
   2. If flag is equal to 1 then print safe sequence

Algorithm for Resource Request:

1. Get process no from user to allocate
2. Get resource vector
3. Check if allocation[i] is greater than available[i] then exit
4. Else set available equal to available[i] minus allocationvector[i] and allocation[ind][i] equal to sum of allocation[ind][i] and allocationvector[i]
5. Now call bankers algorithm

**Code:**

*// Assignment 1: Develop a C program to implement Banker’s algorithm for deadlock avoidance with multiple instances of resource types*

#include <stdio.h>

#include <string.h>

#define max 100

typedef **struct** bankersdata

{

**int** no\_of\_process;

**int** no\_of\_resources;

**char** process\_name[max][5];

**char** resources\_name[max][5];

**int** available\_instance[max];   *// available\_instance[no\_of\_resources]*

**int** max\_req[max][max];         *// max\_req[no\_of\_process][no\_of\_resources];*

**int** allocation[max][max];      *// allocation[no\_of\_process][no\_of\_resources];*

**int** f[max], safesequence[max]; *// f[no\_of\_process],safesequence[no\_of\_process]*

**int** need[max][max];

} bankersdata;

**void** printdata(bankersdata \*bk)

{

    printf("Pid\tAlloc\tMax  \tNeed \tAvail\t\n--\t");

    for (**int** i = 0; i < bk->no\_of\_resources; i++)

    {

        printf("%s ", bk->resources\_name[i]);

    }

    printf("\t");

    for (**int** i = 0; i < bk->no\_of\_resources; i++)

    {

        printf("%s ", bk->resources\_name[i]);

    }

    printf("\t");

    for (**int** i = 0; i < bk->no\_of\_resources; i++)

    {

        printf("%s ", bk->resources\_name[i]);

    }

    printf("\t");

    for (**int** i = 0; i < bk->no\_of\_resources; i++)

    {

        printf("%s ", bk->resources\_name[i]);

    }

*// printf("\n");*

    printf("\t");

    printf("\n----------------------------------\n");

    for (**int** i = 0; i < bk->no\_of\_process; i++)

    {

        printf("%s ", bk->process\_name[i]);

        for (**int** j = 0; j < bk->no\_of\_resources; j++)

        {

            printf(" %d", bk->allocation[i][j]);

        }

        printf("\t");

        for (**int** j = 0; j < bk->no\_of\_resources; j++)

        {

            printf(" %d", bk->max\_req[i][j]);

        }

        printf("\t");

        for (**int** j = 0; j < bk->no\_of\_resources; j++)

        {

            printf(" %d", bk->need[i][j]);

        }

        printf("\t");

        if (i == 0)

        {

            for (**int** j = 0; j < bk->no\_of\_resources; j++)

            {

                printf(" %d", bk->available\_instance[j]);

            }

        }

        printf("\t\n");

    }

}

**void** bankersalgo(bankersdata \*bk)

{

    printdata(bk);

**int** ind = 0;

**int** y = 0;

    for (**int** k = 0; k < 5; k++)

    {

        for (**int** i = 0; i < bk->no\_of\_process; i++)

        {

            if (bk->f[i] == 0)

            {

**int** flag = 0;

                for (**int** j = 0; j < bk->no\_of\_resources; j++)

                {

                    if (bk->need[i][j] > bk->available\_instance[j])

                    {

                        flag = 1;

                        break;

                    }

                }

                if (flag == 0)

                {

                    bk->safesequence[ind] = i;

                    ind++;

                    for (**int** j = 0; j < bk->no\_of\_resources; j++)

                    {

                        bk->available\_instance[j] += bk->allocation[i][j];

                    }

                    bk->f[i] = 1;

                }

            }

        }

    }

**int** flag = 1;

    for (**int** i = 0; i < bk->no\_of\_process; i++)

    {

        if (bk->f[i] == 0)

        {

            flag = 0;

            printf("NOT A SAFE SYSTEM");

            break;

        }

    }

    if (flag == 1)

    {

        printf("SAFE SEQUENCE\n");

        for (**int** i = 0; i < bk->no\_of\_process - 1; i++)

        {

            printf(" %s ->", bk->process\_name[bk->safesequence[i]]);

        }

        printf(" %s", bk->process\_name[bk->safesequence[bk->no\_of\_process - 1]]);

    }

    printdata(bk);

}

bankersdata getdata()

{

    bankersdata bk;

    printf("\nEnter no of process:");

    scanf("%d", &bk.no\_of\_process);

    printf("\nEnter process ids:\n");

    for (**int** i = 0; i < bk.no\_of\_process; i++)

    {

        printf("process name of process %d:", i + 1);

        scanf(" %s", &bk.process\_name[i]);

    }

    printf("\nEnter no of resources:");

    scanf("%d", &bk.no\_of\_resources);

    printf("\nEnter resource ids:\n");

    for (**int** i = 0; i < bk.no\_of\_resources; i++)

    {

        printf("resource name of resource %d:", i + 1);

        scanf(" %s", &bk.resources\_name[i]);

    }

    printf("\nEnter available instances:\n");

    for (**int** i = 0; i < bk.no\_of\_resources; i++)

    {

        printf("available instances of resource %s:", bk.resources\_name[i]);

        scanf(" %d", &bk.available\_instance[i]);

    }

    printf("\nEnter Maximum requirement:\n");

    for (**int** i = 0; i < bk.no\_of\_process; i++)

    {

        printf("Maximum requirement for process %s:", bk.process\_name[i]);

        for (**int** j = 0; j < bk.no\_of\_resources; j++)

        {

            scanf(" %d", &bk.max\_req[i][j]);

        }

    }

    printf("\nEnter Allocated instances:\n");

    for (**int** i = 0; i < bk.no\_of\_process; i++)

    {

        printf("Allocated instances for process %s:", bk.process\_name[i]);

        for (**int** j = 0; j < bk.no\_of\_resources; j++)

        {

            scanf(" %d", &bk.allocation[i][j]);

        }

    }

    for (**int** i = 0; i < bk.no\_of\_process; i++)

    {

        bk.f[i] = 0;

        for (**int** j = 0; j < bk.no\_of\_resources; j++)

        {

            bk.need[i][j] = bk.max\_req[i][j] - bk.allocation[i][j];

        }

    }

    return bk;

}

**int** main(**int** argc, **char** **const** \*argv**[]**)

{

    bankersdata bk = getdata();

**int** choice = 0;

    printf("\nMenu:\n\t1.Enter new data\n\t2.PrintData\n\t3.Bankers State\n\t4.Resource Request\n\t5.Exit\nEnter Choice:");

    scanf(" %d", &choice);

    while (choice)

    {

        switch (choice)

        {

        case 1:

        {

            bk = getdata();

            break;

        }

        case 2:

        {

            printdata(&bk);

            break;

        }

        case 3:

        {

            bankersalgo(&bk);

            break;

        }

        case 4:

        {

**char** temp\_process\_name[5];

            printf("\nEnter process id for request:");

            scanf(" %s", &temp\_process\_name);

**int** index\_of\_process = -1;

            for (**int** i = 0; i < bk.no\_of\_process; i++)

            {

                if (strcmp(temp\_process\_name, bk.process\_name[i]) == 0)

                {

                    index\_of\_process = i;

                    break;

                }

            }

            if (index\_of\_process == -1)

            {

                printf("\nprocess name not correct!!!\n");

                break;

            }

            else

            {

**int** allocation\_vector[max];

                printf("\nEnter the request vector for %s:", bk.process\_name[index\_of\_process]);

                for (**int** i = 0; i < bk.no\_of\_resources; i++)

                {

                    scanf(" %d", &allocation\_vector[i]);

                }

**int** flag = 1;

                for (**int** i = 0; i < bk.no\_of\_resources; i++)

                {

                    if (allocation\_vector[i] > bk.available\_instance[i])

                    {

                        flag = 0;

                        break;

                    }

                }

                if (flag == 0)

                {

                    printf("\n!!!Resource cannot be allocated!!!");

                    break;

                }

                for (**int** i = 0; i < bk.no\_of\_resources; i++)

                {

                    bk.available\_instance[i] -= allocation\_vector[i];

                    bk.allocation[index\_of\_process][i] += allocation\_vector[i];

                }

                bankersalgo(&bk);

            }

            break;

        }

        case 5:

            return 0;

        default:

        {

            printf("\n!!!Enter correct choice!!!\n");

            break;

        }

        }

        printf("\nMenu:\n\t1.Enter new data\n\t2.PrintData\n\t3.Bankers State\n\t4.Resource Request\n\t5.Exit\nEnter Choice:");

        scanf(" %d", &choice);

    }

    return 0;

}

**Output:**
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2. Assignment 2: Develop a C program to implement algorithm for deadlock detection with multiple instances of resource types and display the processes involved in deadlock

**Algorithms**:

1. Get no of process, no of resources, available instances, maximum required matrix, allotted instances from user
2. Calculate need matrix by subtracting allocation matrix from maximum required matrix
3. Set ind to 0
4. For i from 0 to no of process times
   1. If f[i] is equal to 0
      1. Set flag = 0
   2. For j no of resources times
      1. If need[I,j]greater than available[j] then set flag = 1
   3. If flag equal to 0 then
      1. Set safeseq[ind]=i
      2. Increment ind
      3. Set available [j] equal to sum of available[j] and allocstion[I,j]
      4. Set f[i] is equal to 1
5. Set flag equal to 1
6. For i from 0 to no of process
   1. If f[i] is equal to 0 then print not a safe sequence and exit
   2. If flag is equal to 1 then print safe sequence

**Code:**

#include <stdio.h>

*//#include <conio.h>*

#include <string.h>

#define max 100

typedef **struct** bankersdata

{

**int** no\_of\_process;

**int** no\_of\_resources;

**char** process\_name[max][5];

**char** resources\_name[max][5];

**int** available\_instance[max];   *// available\_instance[no\_of\_resources]*

**int** max\_req[max][max];         *// max\_req[no\_of\_process][no\_of\_resources];*

**int** allocation[max][max];      *// allocation[no\_of\_process][no\_of\_resources];*

**int** f[max], safesequence[max]; *// f[no\_of\_process],safesequence[no\_of\_process]*

**int** need[max][max];

} bankersdata;

**void** printdata(bankersdata \*bk)

{

    printf("Pid\tAlloc\tMax  \tNeed \tAvail\t\n--\t");

    for (**int** i = 0; i < bk->no\_of\_resources; i++)

    {

        printf("%s ", bk->resources\_name[i]);

    }

    printf("\t");

    for (**int** i = 0; i < bk->no\_of\_resources; i++)

    {

        printf("%s ", bk->resources\_name[i]);

    }

    printf("\t");

    for (**int** i = 0; i < bk->no\_of\_resources; i++)

    {

        printf("%s ", bk->resources\_name[i]);

    }

    printf("\t");

    for (**int** i = 0; i < bk->no\_of\_resources; i++)

    {

        printf("%s ", bk->resources\_name[i]);

    }

    printf("\t");

    printf("\n----------------------------------\n");

    for (**int** i = 0; i < bk->no\_of\_process; i++)

    {

        printf("%s ", bk->process\_name[i]);

        for (**int** j = 0; j < bk->no\_of\_resources; j++)

        {

            printf(" %d", bk->allocation[i][j]);

        }

        printf("\t");

        for (**int** j = 0; j < bk->no\_of\_resources; j++)

        {

            printf(" %d", bk->max\_req[i][j]);

        }

        printf("\t");

        for (**int** j = 0; j < bk->no\_of\_resources; j++)

        {

            printf(" %d", bk->need[i][j]);

        }

        printf("\t");

        if (i == 0)

        {

            for (**int** j = 0; j < bk->no\_of\_resources; j++)

            {

                printf(" %d", bk->available\_instance[j]);

            }

        }

        printf("\t\n");

    }

}

**void** bankersalgo(bankersdata \*bk)

{

**int** ind = 0;

**int** y = 0;

    for (**int** k = 0; k < 5; k++)

    {

        for (**int** i = 0; i < bk->no\_of\_process; i++)

        {

            if (bk->f[i] == 0)

            {

**int** flag = 0;

                for (**int** j = 0; j < bk->no\_of\_resources; j++)

                {

                    if (bk->need[i][j] > bk->available\_instance[j])

                    {

                        flag = 1;

                        break;

                    }

                }

                if (flag == 0)

                {

                    bk->safesequence[ind] = i;

                    ind++;

                    for (**int** j = 0; j < bk->no\_of\_resources; j++)

                    {

                        bk->available\_instance[j] += bk->allocation[i][j];

                    }

                    bk->f[i] = 1;

                }

            }

        }

    }

**int** flag = 1;

    for (**int** i = 0; i < bk->no\_of\_process; i++)

    {

        if (bk->f[i] == 0)

        {

            flag = 0;

            printf("\n\n!!!!NOT A SAFE SYSTEM!!!!\nDue to the following processes:");

            break;

        }

    }

    if (flag == 1)

    {

        printf("SAFE SEQUENCE\n");

        for (**int** i = 0; i < bk->no\_of\_process - 1; i++)

        {

            printf(" %s ->", bk->process\_name[bk->safesequence[i]]);

        }

        printf(" %s", bk->process\_name[bk->safesequence[bk->no\_of\_process - 1]]);

    }

    else

    {

        for (**int** i = 0; i < bk->no\_of\_process; i++)

        {

            if (bk->f[i] == 0)

            {

                printf(" %s ", bk->process\_name[i]);

            }

        }

    }

}

bankersdata getdata()

{

    bankersdata bk;

    printf("\nEnter no of process:");

    scanf("%d", &bk.no\_of\_process);

    printf("\nEnter process ids:\n");

    for (**int** i = 0; i < bk.no\_of\_process; i++)

    {

        printf("process name of process %d:", i + 1);

        scanf(" %s", &bk.process\_name[i]);

    }

    printf("\nEnter no of resources:");

    scanf("%d", &bk.no\_of\_resources);

    printf("\nEnter resource ids:\n");

    for (**int** i = 0; i < bk.no\_of\_resources; i++)

    {

        printf("resource name of resource %d:", i + 1);

        scanf(" %s", &bk.resources\_name[i]);

    }

    printf("\nEnter available instances:\n");

    for (**int** i = 0; i < bk.no\_of\_resources; i++)

    {

        printf("available instances of resource %s:", bk.resources\_name[i]);

        scanf(" %d", &bk.available\_instance[i]);

    }

    printf("\nEnter Maximum requirement:\n");

    for (**int** i = 0; i < bk.no\_of\_process; i++)

    {

        printf("Maximum requirement for process %s:", bk.process\_name[i]);

        for (**int** j = 0; j < bk.no\_of\_resources; j++)

        {

            scanf(" %d", &bk.max\_req[i][j]);

        }

    }

    printf("\nEnter Allocated instances:\n");

    for (**int** i = 0; i < bk.no\_of\_process; i++)

    {

        printf("Allocated instances for process %s:", bk.process\_name[i]);

        for (**int** j = 0; j < bk.no\_of\_resources; j++)

        {

            scanf(" %d", &bk.allocation[i][j]);

        }

    }

    for (**int** i = 0; i < bk.no\_of\_process; i++)

    {

        bk.f[i] = 0;

        for (**int** j = 0; j < bk.no\_of\_resources; j++)

        {

            bk.need[i][j] = bk.max\_req[i][j] - bk.allocation[i][j];

        }

    }

    return bk;

}

**int** main(**int** argc, **char** **const** \*argv**[]**)

{

    bankersdata bk = getdata();

**int** choice = 0;

    printf("\nMenu:\n\t1.Enter new data\n\t2.PrintData\n\t3.Bankers State\n\t4.Exit\nEnter Choice:");

    scanf(" %d", &choice);

    while (choice)

    {

        switch (choice)

        {

        case 1:

        {

            bk = getdata();

            break;

        }

        case 2:

        {

            printdata(&bk);

            break;

        }

        case 3:

        {

            bankersalgo(&bk);

            break;

        }

        case 4:

        {

            return 0;

            break;

        }

        default:

        {

            printf("\n!!!Enter correct choice!!!\n");

            break;

        }

        }

        printf("\nMenu:\n\t1.Enter new data\n\t2.PrintData\n\t3.Bankers State\n\t4.Exit\nEnter Choice:");

        scanf(" %d", &choice);

    }

    return 0;

}

**Output:**

**![](data:image/png;base64,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)**

**Learning Outcome:**

* Bankers algorithm implementation
* Importance of deadlock prevention
* Printing safe Sequence